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Abstract. R-PLANGPT is a neuro-symbolic architecture designed
to generate solution plans for classical planning problems by learn-
ing from examples. It combines a generative model (PLANGPT), a
symbolic validator (VAL) and a classical planner (LPG). PLANGPT
learns to solve new instances within the same domain as a general
policy, treating planning as a generative task and producing action
sequences given the initial state and the goal of a problem. In or-
der to guarantee the correctness of the neural model output, VAL is
called to validate every plan produced by PLANGPT. If the solution
is not valid, it is repaired by LPG. We demonstrate the capabilities
of R-PLANGPT on standard planning benchmarks, highlighting its
ability to generate valid, high-quality plans.

1 Introduction

Recent advancements in Large Language Models (LLMs) have
shown remarkable performance across various natural language pro-
cessing tasks [13, 24]. However, a broader use of these technologies
includes mathematical inference tasks [26], and code writing [25]. In
terms of reasoning abilities, although there is a basic understanding
that these model are capable or common-sense reasoning [5], an im-
portant benchmark for these abilities is automated planning [12] and,
in particular, solving planning problems [3, 11, 16, 23].

In this demo, we present R-PLANGPT, a neuro-symbolic architec-
ture that addresses plan generation as a sequence modeling task using
a GPT-based architecture. As it can be seen in Figure 1, the system is
composed by three main modules: PLANGPT, a GPT-model trained
from scratch on classical planning problems (expressed in PDDL
[10]) which learns to generate action sequences that solve planning
instances in a given domain. Since there is no theoretical guarantee
that the neural model provides the correct solution of the problem,
R-PLANGPT includes a validator [8, 15] to ensure plan soundness.
If the solution is not valid, R-PLANGPT invokes a classical planner
[4] to repair the output of the neural model and to provide a valid plan
[22]. We test R-PLANGPT on several benchmark domains from the
International Planning Competition (IPC) [20]. Our results show that
although the GPT-model reaches good results by itself, the inclusion
of the symbolic components further increase the performance, mak-
ing R-PLANGPT capable of generating valid high-quality plans.
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Figure 1. Example of input/output for a planning problem with two fluents
in the initial state (Fp and F) and two fluents forming the goal (G and
G'1). PLANGPT generates a sequence of actions (A1, A2, A3, A4), which
is passed to a symbolic validator. If the plan is invalid, a valid prefix (e.g.,
A1, Ag) is extracted, and the LPG planner is used to repair or complete the
plan. The final plan returned is valid and complete: (A1, Ag, As, A4, Ag).

2 Background

Automated Planning is a branch of Artificial Intelligence focused on
generating a sequence of actions (a plan) that an agent can perform
to transition from an initial state to a goal state, given a formal model
of the domain [6]. While classical planners focus on solving individ-
ual problem instances, Generalized Planning (GP) instead seeks to
derive general policies that solve several problems within a domain.

A general policy [9] is a mapping from states (or observations) to
actions, enabling an agent to solve previously unseen problems with-
out having to compute each solution from scratch. For instance, in the
well-known BLOCKSWORLD domain, a general policy might instruct
the agent to “clear all blocks and then stack them in goal order,” re-
gardless of the number of blocks involved. These policies provide a
compact and reusable strategy that solves different instances of the
same planning domain. Recent learning-based approaches have ex-
plored extracting general policies from solved examples, often us-
ing neural networks such as CNNs or GNNs [7, 19, 21]. However,
these typically require domain-specific encoding and provide lim-
ited expressivity or scalability. On the other hand, Transformer-based
language models have demonstrated strong capabilities in sequence
modelling tasks and show potential for learning policies from data
without handcrafted features [11, 18, 23].

3 Methodology

This section details the pipeline for training and using R-PLANGPT
for classical planning tasks. As shown in Figure 1, the system is com-
posed of a transformer-based model (PLANGPT [14]) a symbolic
validator (VAL [8]), and the LPG planner [4].

First, we create a dataset composed of solved planning instances



from classical domains written in PDDL to train the neural compo-
nent; these are generated using standard domain-specific generators,
following the IPC conventions to ensure a range of complexity. Each
problem is solved using the LPG planner, and we collect up to four
plans per instance to provide diversity. To avoid overfitting to naming
conventions, object names in problems and plans are randomized.

Next, we train from scratch the neural component of the system,
PLANGPT, which is based on a GPT architecture and receives as
input a textual prompt encoding the initial state and goal of the plan-
ning problem. The model is trained with standard cross-entropy loss
to predict the next token in a plan sequence. To prevent overfitting,
we use a custom early stopping criterion called Coverage Early Stop-
ping [14], which terminates training when the percentage of valid
plans generated on the validation set stabilizes.

At inference time, after the training, PLANGPT autoregressively
generates grounded action sequences. However, PLANGPT can gen-
erate actions with unmet preconditions or fails to complete all the
goals, thus generating an invalid plan. To check if a plan produced
by PLANGPT is a valid solution, we incorporate a symbolic val-
idator (VAL) to assess the correctness of each generated action and
to verify that each goal is satisfied at the end of the generation. To
prevent the model from generating non-applicable actions, we fur-
ther introduce the Validated Multi-Beam Search (VAL-MB) strategy,
which integrates VAL into the decoding process by validating candi-
date actions during generation and pruning invalid beams on the fly.
Finally, if the generated output is invalid or incomplete, we apply a
plan repair strategy using LPG. In this setup, a valid plan prefix is
extracted and provided as a seed to LPG, which continues the search
and produces a complete solution, combining the strengths of neural
generation with symbolic reasoning.

4 System Demonstration

As shown in Figure 2, the demo presents an interactive system de-
signed to showcase how to generate valid plans using R-PLANGPT.
The platform allows users to interact with the whole pipeline, from
problem specification to plan generation and validation.

The user begins by selecting a classical planning domain from a
predefined set (e.g., BLOCKSWORLD, LOGISTICS) and uploads a cor-
responding PDDL problem file, which includes the initial state and
goal. The system automatically parses and verifies the syntactic cor-
rectness of the uploaded file against the domain definition to ensure
compatibility. This procedure includes two key steps: (i) a conver-
sion mechanism that remaps object names not present in the model’s
vocabulary to randomly selected placeholder names from the vo-
cabulary, ensuring compatibility with the model’s tokenization; and
(i1) a check on the number of objects present in the problem. Since
PLANGPT is trained with a fixed vocabulary size and limited object
capacity, the system ensures that the number of objects in the prob-
lem does not exceed the maximum supported.If either check fails,
the user receives an error message and is asked to revise the input.

Once validated, the user can trigger the plan generation step us-
ing PLANGPT. The system supports various generation strategies:
greedy decoding, multi-beam search, sampling, or the Validated
Multi-Beam approach. In VAL-MB, the symbolic validator is in-
voked at each generation step to discard invalid actions on the fly,
enforcing plan soundness during decoding. For other decoding strate-
gies, validation is performed after the complete plan has been gen-
erated. If the generated plan is deemed valid by the VAL tool, it is
directly displayed to the user as a viable solution.

Otherwise, the validator identifies the first precondition violation,
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Figure 2. Screenshot of the demo page.

Domain FD LAMA LPG Neural Model R-PLANGPT
BLOCKSWORLD 27.61 33.93 35.00 34.73 34.73
DEPOTS 15.15 1945 18.59 17.42 21.40
DRIVERLOG 18.79 19.73 18.59 17.08 17.46
FLOORTILE 2.00 2.00 17.36 19.64 19.64
LOGISTICS 26.41 26.55 24.99 14.02 27.12
SATELLITE 18.51 18.64 19.74 11.94 19.68
VISITALL 19.07 19.60 19.46 16.53 17.46
ZENOTRAVEL  18.85 19.82 19.22 15.71 17.51
TOTAL 146.39 159.72 172.95 147.07 175.00

Table 1. Results in terms of [IPCQ of R-PLANGPT, with respect to
classical planners (FD, LAMA and LPG) and the neural model PLANGPT.

and the system extracts the longest valid plan prefix. At this point,
the user is offered the option to invoke LPGto repair or complete
the plan. LPG uses the prefix as a seed to guide its search process,
producing a valid plan more efficiently than starting from scratch.

Once the solution is obtained, the output is displayed, and the user
is shown the generated plan, a summary of the selected domain and
problem, and the validation results if requested.

5 System Evaluation

We evaluate R-PLANGPT on a suite of classical planning
benchmarks, demonstrating its effectiveness. The IPCScore-Quality
(IPCQ) metric evaluates the quality of solutions of a planning sys-
tem by comparing each plan’s cost to the best-known plan for
the same problem. Higher scores indicate plans that are closer to
optimal, while unsolved problems score zero. As shown in Ta-
ble 1, R-PLANGPT outperforms all other approaches in terms of
IPCQ, achieving the highest overall score of 175.00 on the IPC
domains. This result demonstrates that combining PLANGPT with
LPG as a post-repair step leads to plans of higher quality than ei-
ther PLANGPT or symbolic planners alone. Despite the good per-
formance of the neural model by itself, the integration of a symbolic
planner improves it in domains where PLANGPT alone struggled,
such as LOGISTICS, SATELLITE, and DEPOTS. Moreover, it reaches
the performance of LPG and LAMA in most domains.

6 Conclusion

In this demo, we have presented R-PLANGPT, a system that in-
tegrates language models with symbolic tools for solving classi-
cal planning problems. Future developments will focus on sup-
porting nondeterministic planning, incorporating macro-actions and
temporal logic, enhancing interpretability, or other forms of neuro-
symbolic integration [1, 2, 17].
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